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Abstract
GUI test case migration is the process of migrating GUI test cases
from a source app to a target app for a specific functionality. How-
ever, test cases obtained via existing migration approaches can
hardly be directly used to test target functionalities and typically
require additional manual modifications. This problem may signifi-
cantly impact the effectiveness of testing target functionalities and
the practical applicability of migration approaches.

In this paper, we propose MigratePro, the first approach to en-
hancing GUI test case migration via synthesizing a new test
case based on multiple test cases for the same functionality
migrated from various source apps to the target app. The aim of
MigratePro is to produce functional test cases with less human
intervention. Specifically, given multiple migrated test cases for the
same functionality in the target app, MigratePro first combines all
the GUI states related to these migrated test cases into an overall
state-sequence. Then, MigratePro organizes events and assertions
from migrated test cases according to the overall state-sequence
and endeavors to remove the should-be-removed events and asser-
tions, while also incorporating some connection events in order to
make the should-be-included events and assertions executable. Our
evaluation on 30 apps, 34 functionalities, and 127 test cases shows
that MigratePro improves the capability of three representative
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migration approaches (i.e., Craftdroid, AppFlow, ATM), success-
fully improving testing the target functionalities by 86%, 333%, and
300%, respectively. These results underscore the generalizability of
MigratePro for effectively enhancing migration approaches.
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1 Introduction
GUI (Graphical User Interface) testing is an important way to test
the functionalities of mobile apps [13, 47]. A functional GUI test
case consists of one or more ordered events and assertions [14, 30].
The events aim to explore a functionality of GUI widgets, and the
assertions aim to check whether the outcomes of these events sat-
isfy the expectations of users. During the execution of events and
assertions in a test case, a series of GUI states are correspondingly
triggered. Developers typically developmultiple functionalities (e.g.,
sign-in) for an app. In this paper, we define the target functionality
of a test case as the functionality that the test case aims to check.
In general, constructing GUI test cases manually is labor-intensive
and time-consuming [19, 31, 39]. However, automated GUI test
generation approaches [10, 17, 28, 35, 45] can hardly generate ora-
cles. To reduce the cost of manually writing GUI test cases, several
migration approaches [14, 22, 30, 32, 36, 37, 53] have been proposed
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to migrate GUI test cases from a source app to a target app that
shares the same functionalities.

Despite advancements in migration approaches, using migrated
test cases to test functionalities still encounters a significant prob-
lem. The aim of test case migration is to successfully test function-
alities in the target app, e.g., the sign-in functionality. However, our
preliminary study, which focuses on evaluating the effectiveness
of migration approaches (detailed in Section 2), indicates that at
least 57% of the migrated test cases generated by the representative
migration approaches [22, 30] are incomplete or buggy, thus cannot
be directly used for functional testing. Therefore, users may need
additional manual modifications to meet their expectations [54].
This problem negatively impacts the effectiveness of migration
approaches in real-world scenarios.

Considering the significant disparity between the test cases gen-
erated by existing migration approaches [14, 22, 30, 32, 36, 37] and
their target functionalities, it is crucial to provide a unified approach
to enhance these approaches. Two intuitions from our preliminary
study may help address this problem. First, combining migrated test
cases may be promising as this process may provide more should-
be-included events and assertions, which are required to test
the target functionality. Second, this process may also introduce
more should-be-removed events and assertions, which do not
contribute to the testing of the target functionality and may even
hinder the execution of the generated test case.

Based on the two intuitions, we propose MigratePro, the first
approach to enhancing test case migration by synthesizing new
test cases from the migrated test cases, which are generated by
migration approaches, to successfully test the target functionalities.

Given a target app and multiple migrated test cases for
one functionality, we design a two-stage generation strategy
for MigratePro to synthesize a new test case for the functionality.
First, in the stage of test case generation, MigratePro collects
the GUI states that include all the widgets from the migrated test
cases. This way enables MigratePro to collect the states related
to the target functionality. Then, it combines these states into a
state graph and extracts the overall state-sequence from the state
graph for testing the target functionality. Furthermore, MigratePro
organizes the events and assertions from the migrated test cases
according to the overall state-sequence, and forms a base test case.
Second, in the stage of test case adjustment, the base test case is
adjusted by removing the should-be-removed events and assertions,
and also incorporating the connection events, which are crucial
for bridging the sequentially-executed events and assertions, to
increase the executability for the should-be-included events and
assertions in the sequence. MigratePro deems the adjusted sequence
as the new test case synthesized for testing the target functionality.

We conduct a comprehensive evaluation to analyze the effec-
tiveness of MigratePro in enhancing test case migration using 30
real-world apps, 34 functionalities, and 127 test cases. MigratePro
is applied to enhance the migrated test cases from three represen-
tative migration approaches, i.e., Craftdroid [30], AppFlow [22],
and ATM [14], respectively. Compared to these three approaches,
MigratePro substantially increases the number of test cases that
can successfully test the target functionalities, with improvements
of 86%, 333%, and 300%, respectively. MigratePro also enhances
the test cases that align with the corresponding ground-truth test

cases (which are written by developers), by 28%, 217%, and 100%,
respectively. Additionally, we also compare Craftdroid enhanced by
MigratePro with two recent migration approaches, i.e., TRASM [32]
and Adaptdroid [37], to evaluate the effectiveness of the enhanced
results by MigratePro. The results show that Craftdroid enhanced
by MigratePro outperforms these two approaches by more than 45%
in availability and 31% in coverage. Furthermore, we evaluate the
generalizability of MigratePro on five new apps. Compared to the
original Craftdroid, using MigratePro shows a substantial improve-
ment of 329% in availability and 100% in coverage. Overall, these
results demonstrate that MigratePro is effective and generalizable
to enhance test case migration for industry apps.

This paper makes the following main contributions:
• This paper presents a preliminary study that investigates
the effectiveness of three representative test migration ap-
proaches in industry apps. This study complements prior
studies on test case migration and points out the gaps be-
tween the test cases generated by existing migration ap-
proaches and their target functionalities.

• This paper introduces MigratePro, the first approach to en-
hancing test case migration, aiming to synthesize new test
cases that can successfully test target functionalities for dif-
ferent migration approaches. MigratePro bridges the gap
between the migrated test cases from existing migration
approaches and usable functional test cases.

• We conduct an empirical evaluation on real-world apps to
validate the effectiveness of MigratePro. The evaluation re-
sults demonstrate that MigratePro has good effectiveness
and generalizability for enhancing test case migration.

2 Preliminary Study
Existing evaluations of migration approaches [14, 22, 30, 32, 37]
mainly focus on evaluating precision and recall of events and as-
sertions in the migrated test cases, but ignore the effectiveness of
these test cases for testing the target functionalities in real-world
scenarios. However, high precision and recall of event migration
may not necessarily result in high effectiveness of these migrated
test cases. For example, a migration approach correctly migrates
seven out of ten events in a migrated test case, resulting in a re-
call of 70% for event migration. Despite this high recall rate, the
migrated test case still fails to test the target functionality as the
three missed events may be essential for testing the functionality.

To investigate the effectiveness of existing migration approaches
in real-world scenarios, we undertake a preliminary study. Our
investigation aims to answer the research question: What is the
effectiveness of existing migration approaches in real-world scenarios?

2.1 Experimental Setup
In test case migration, two datasets are predominantly used, i.e., the
Lin dataset1 [6] and the FrUITeR dataset [7]. We use them as our
experimental objects. For a comprehensive assessment, we employ
all migration approaches that have the complete migration results
on these two datasets. Thus, we utilize Craftdroid [30], ATM [14],
and AppFlow [22] as the objects of our study.

1The dataset provided by Lin et al. [30] has not been named by the authors. For the
sake of clarity, we refer to this dataset as the “Lin dataset” in this paper.
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Table 1: Evaluation of representative migration approaches.

Dataset Lin FrUITeR

Approach Craftdroid AppFlow ATM

Typesuc−1 29% (49) 6% (13) 2% (4)
Typesuc−2 14% (24) 0% (1) 2% (5)
Typeunsuc 57% (95) 94% (208) 96% (213)

Total 168 222 222

To accurately calculate the ratio of the migrated test cases gener-
ated by migration approaches that successfully test the target func-
tionalities, we first calculate the ratio of the test cases that align with
the ground-truth test cases. However, test cases that successfully
test one functionality are not necessarily unique. Consequently, for
those test cases that do not exactly match the ground-truth, we
need to further investigate whether they still successfully test their
target functionalities. Accordingly, we classify the migrated test
cases into three types.

• Typesuc−1: The migrated test cases are identical to these
ground-truth test cases for the target functionalities.

• Typesuc−2: The migrated test cases can fully execute and
successfully test the same functionalities as the ground-truth
test cases, but they are somehow different.

• Typeunsuc: The migrated test cases cannot successfully test
the target functionalities.

Evaluation process. To classify the migrated test cases gener-
ated by the migration approaches, we design an evaluation strategy
with a combination of algorithmic check and manual check.

Algorithm check. First, we identify the Typesuc−1 test cases by
comparing the migrated test cases and the corresponding ground-
truth. Second, we execute the remaining migrated test cases and
keep the executable subsequences. Third, we identify the Typesuc−2
test cases based on the functionalities they test. These test cases
may not only include all the events and assertions of the ground-
truth test cases but also additional events and assertions that do
not hinder the testing of the specific functionalities. In some cases,
some events in the ground-truth test cases may be replaced by
additional events with the same effects. A manual check is adopted
to verify these additional events and assertions. The remaining test
cases are classified as Typeunsuc.

Manual check. We invite three volunteers2 to participate in this
study, who have industrial experience in Android programming
ranging from 3 to 5 years. For each manual check, we provide the
volunteers with the migrated test cases, the events to be checked,
the target app, and the corresponding ground-truth test case. Each
volunteer independently checks the events. In cases of disagree-
ment, the volunteers discuss until they reach a consensus.

2.2 Experimental Result
For Craftdroid, using the 168 migrated test cases that Craftdroid
generated on the Lin dataset, we count the numbers of migrated
test cases of the three types based on the definition in Section 2.1.
Our evaluation shows that 29% test cases belong to Typesuc−1 and
2None of the volunteers are co-authors of this paper.
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Password

Sign in

Sign in

Browse

Get 15% off your first order!

Popular             Deals Hub   Recently

     Alice

Browse
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A
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Please fill in all the fields

OK
E1
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A4, E3

A2, E4
A3 E5

E6

S1 S2 S3 S4
E1(email, input), A1(password, display), E2(password, input), E3(sign-in, click), A2(menu, display), 

E4(menu, click), A3(alice, display), A4(sign-in, display), E5(back, click), E6(ok, click) 

Figure 1: Example of a sign-in functionality.

14% test cases belong to Typesuc−2. This means that only 43% of
test cases successfully test the target functionalities. 57% test cases
belong to Typeunsuc, meaning that they cannot successfully test
the target functionalities. As for AppFlow and ATM, the ratios of
Typeunsuc test cases (94% and 96%) are notably high.

This assessment indicates that existing migration approaches
produce a high proportion of migrated test cases that fail to suc-
cessfully test the target functionalities. Therefore, it is crucial to
improve the effectiveness of existing migration approaches.

To improve the effectiveness of existing migration approaches,
a potential idea is to combine individual migrated test cases for
a target functionality into one test case. There are two intuitions.
First, combining individual test cases may facilitate to enhance the
effectiveness of the migration approaches due to covering more
should-be-included events and assertions. Second, this process
may also cover more should-be-removed events and assertions.
Answer to preliminary study: The effectiveness of existing
migration approaches still needs improvement. Combining in-
dividual test cases may cover more should-be-included events
and should-be-removed events and assertions.

3 MigratePro
3.1 Running Example
We use an example (see Figure 1) to illustrate MigratePro’s approach
for enhancing test cases. This example demonstrates a sign-in func-
tionality for a shopping app in the Lin dataset [6]. We tailor off
some widgets for ease of presentation.

In Figure 1, each event (e.g., E1) corresponds to a widget and an
action. Similarly, each assertion (e.g., A1) corresponds to a widget
and a condition. The ground-truth test case for this functionality
is: {E1, A1, E2, E3, A2, E4, A3}. Briefly, it involves inputting an
email (E1) and a password (E2), clicking the sign-in button (E3),
and then clicking the menu widget (E4), with assertions (A1, A2,
A3) checking the progress through the sign-in state (S1), the main
state (S2), and the account state (S3), respectively.

Craftdroid, utilizing source apps, migrates test cases for the
specific functionality of the target app. We use {A4, E3, A1, E2, E1,
E3, A2, A3}, {A4, A1, E2, E1, E3, E5, A3}, and {E6, E1} as the inputs
to illustrate MigratePro’s approach in the following sections.

3.2 Approach Overview
MigratePro is constructed to synthesize a new test case for a tar-
get app by combining multiple migrated test cases for the same
functionality. These migrated test cases are generated by a migra-
tion approach that migrates different source test cases from their
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Base Test Case

Figure 2: Workflow of MigratePro.

corresponding source apps to the target app. Note that, we do not
require the migrated test cases to be fully executable.

We design a two-stage generation strategy for MigratePro to
synthesize new test cases, as depicted in Figure 2. First, in the stage
of test case generation, MigratePro collects a sequence of states
related to the target functionalities for the target app. Based on
the collected states, MigratePro constructs a functionality-specific
state graph. Furthermore, MigratePro generates a base test case
by organizing the events and assertions in the migrated test cases
according to the state graph (see Section 3.3). Second, in the stage of
test case adjustment, given the base test case from the first stage,
MigratePro removes the should-be-removed events and assertions. It
also incorporates some connection events in order that the should-
be-included events and assertions are executable and the new test
case successfully tests the target functionality (see Section 3.4).

This two-stage generation strategy is based on the observation
that successfully executing a test case to test a specific functionality
for a target app involves triggering states in a specific order. The
events and assertions need to be executed in corresponding states.

3.3 Test Case Generation
The inputs of the stage of test case generation comprise a target
app and a group of migrated test cases for one target functionality.
The output is a base test case for this functionality. This stage is
subdivided into three key phases, i.e., related state collection, state
graph construction, and base test case generation (see Figure 2). First,
MigratePro collects a sequence of states that include all widgets in
the migrated test cases. These states are related to the target func-
tionality. Second, MigratePro uses the collected states to construct
the functionality-specific state graph. Third, MigratePro organizes
the events and assertions of the migrated test cases based on the
state graph, and generates a base test case for testing the target
functionality. Note that, MigratePro does not collect all states of
the target app but only the states related to target functionality.

1. Related state collection.MigratePro extracts thewidget of each
event or assertion in themigrated test cases, and obtains a collection
of widgets related to the target functionality. Then, MigratePro uses
two steps to collect two parts of states including these widgets.
The final states are the combination of these states. Corresponding
algorithm is available in our repository [9].

First, MigratePro collects execution-specific states by execut-
ing the migrated test cases. Specifically, MigratePro executes all
the migrated test cases on the target app to get the executable

subsequences, and selects the longest one. When executing the
longest executable subsequence, MigratePro collects states contain-
ing widgets in the migrated test cases. Since the event order of a
migrated test case follows that of its corresponding source test case
(thus probably consistent with the event order for testing the target
functionality), an executable subsequence of a migrated test case is
typically able to test part of the target functionality and provide the
related states. The longest one may provide the most related states.

Second, MigratePro collects exploration-specific states by
exploring the target app. Specifically, for the remaining widgets in
the migrated test cases that are not present in the preceding collected
states, MigratePro uses a greedy-random strategy to explore the
target app, starting from the end-point of the longest executable
subsequence. Then, MigratePro randomly selects a widget in the
current state, and generates an appropriate event (e.g., generating a
click event for a clickable widget). If the triggered state contains the
remaining widgets in the migrated test cases, MigratePro continues
random exploration in this state. Otherwise, MigratePro returns to
the previous state to explore. When the collected states contain all
the remaining widgets, or the exploration time exceeds𝑚𝑎𝑥_𝑡𝑖𝑚𝑒 ,
the exploration stops.

Note that, the effectiveness of the greedy-random strategy de-
pends on two main factors. First, the greedy-random strategy only
needs to explore a relatively small number of states. While there
may be a large number of states in the target app, only those states
relevant to the target functionality but are not collected in the
longest executable subsequence need to be explored. Second, the
migration results are able to constrain the search space. The longest
subsequence provides the basis and exploration direction for the
target functionality. By starting exploration based on this subse-
quence, random exploration within a smaller search space may be
able to efficiently collect related states.

2. State graph construction.MigratePro constructs a functionality-
specific state graph based on the collected states with three steps.

First, for each migrated test case, MigratePro generates an indi-
vidual state-sequence. It matches each widget from the test case
with its corresponding state by checking the widget’s resource-id
in the collected states. Then, MigratePro generates a state-sequence
following the widget order in this test case.

Second, MigratePro utilizes the state-sequences to construct a
directed graph. In the graph, nodes represent states, while edges
represent the relations between states in the state-sequences. The
weight of a node denotes the frequency of a state across various
state-sequences. Likewise, the weight of an edge denotes the fre-
quency of a specific state transition within these state-sequences.

Third, the directed graph may contain cycles. To generate an
overall state-sequence for testing a target functionality, it is neces-
sary to break cycles. Specifically, MigratePro employs a depth-first
search algorithm to detect cycles within the directed graph, and
retains those edges that align with the longest executable sub-
sequence. For those edges that are not aligned with the longest
executable subsequence, MigratePro removes the edge with the
smallest edge weight within each cycle. The rationale behind this
is that edges with lower frequency may imply less relevance for
testing the intended functionality. MigratePro repeats this process
until the directed graph is transformed into a directed acyclic graph.
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Note that, it may not be appropriate to directly use the graph ob-
tained through related state collection as the functionality-specific
state graph. Since the state collection involves random exploration,
the state transitions identified through random exploration may
not reflect the state transitions for testing the target functionality.

3. Base test case generation. This phase aims to generate a base
test case for testing the target functionality. To generate the base
test case, MigratePro organizes the events and assertions from the
migrated test cases according to the overall state-sequence. The
migrated test cases provide the events and assertions related to the
target functionality; while the overall state-sequence provides the
testing order for the target functionality. The details of the two
steps for generating the base test case are as follows.

First, MigratePro generates an overall state-sequence by employ-
ing a topological sorting algorithm to organize the states in the
directed acyclic graph. During each iteration, MigratePro identifies
nodes with an in-degree of zero. When multiple nodes meet this
criterion, MigratePro prioritizes those nodes with higher weights.

Second, MigratePro organizes the events and assertions from
the migrated test cases according to the states that the widgets
belong to. For events and assertions associated with widgets in the
same states, MigratePro organizes them according to the widget
locations, following a top-left to bottom-right trajectory [42, 50].
Otherwise, MigratePro organizes them following the order of states
in the overall state-sequence.

Note that, the generated base test case may not always success-
fully test the target functionality, as it may contain some should-
be-removed events and assertions and may lack some should-be-
included ones, which requires further adjustments (see Section 3.4).

Applying the first stage to the example. We illustrate the pro-
cess of this stage using the running example depicted in Figure 1.
First, MigratePro executes three migrated test cases to obtain the
longest executable sequence. During this process, MigratePro col-
lects two related states (i.e., S1 and S2). Among the widgets in
the migrated test cases, only three widgets (i.e., the widgets of
A3, E5, and E6) are not present in S1 and S2. Then, MigratePro
explores the target app from the endpoint of the longest executable
sequence (i.e., from the S2 state) with a greedy-random strategy
to identify states including these three widgets. Thus, MigratePro
collects four related states (i.e., S1 to S4). Second, MigratePro gen-
erates three state-sequences for the three migrated test cases. The
three state-sequences are {S1, S2, S3}, {S1, S3}, {S4, S1}. Based on
the three state-sequences, MigratePro constructs a functionality-
specific state graph. The generated state graph is a directed acyclic
graph. Third, MigratePro utilizes a topological sorting algorithm
to generate the overall state-sequence. The generated overall state-
sequence is {S4, S1, S2, S3}. Furthermore, MigratePro organizes all
the events and assertions from the migrated test cases based on the
overall state-sequence to generate the base test case. The generated
base test case is {E6, E1, A1, E2, A4, E3, A2, A3, E5}.

3.4 Test Case Adjustment
In the stage of test case adjustment, the inputs include a target app,
multiple migrated test cases, and a base test case generated in the
first stage. The output is a new test case that includes a sequence of
ordered events and assertions to test the target functionality. This

stage is divided into three key phases, i.e., event/assertion differentia-
tion, event/assertion removal, and connection event incorporation (see
Figure 2). Specifically, MigratePro starts to differentiate the events
and assertions in the base test case between should-be-included
and should-be-removed ones according to their execution and
frequency information in the migrated test cases. Following this dif-
ferentiation, MigratePro removes the identified should-be-removed
events/assertions from the base test case. It also incorporates con-
nection events into the base test case in order to make the identified
should-be-included events/assertions executable.

1. Event/Assertion differentiation. This phase is to identifywhich
events and assertions in the base test case should be included and
which should be removed. Specifically, for each event or assertion
(denoted as 𝑒𝑏 ) in the base test case, MigratePro launches the target
app and attempts to execute 𝑒𝑏 . If 𝑒𝑏 can be executed, MigratePro
continues to execute the next one. However, if 𝑒𝑏 cannot be ex-
ecuted (e.g., the widget of 𝑒𝑏 is not present in the current state),
MigratePro focuses on its frequency. If the frequency of 𝑒𝑏 in the
migrated test cases surpasses a 𝑓 𝑟𝑒𝑞𝑢𝑒𝑛𝑐𝑦_𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 , it is deemed
as a should-be-included event or assertion but is non-executable.
However, if the frequency of 𝑒𝑏 in the migrated test cases is less
than 𝑓 𝑟𝑒𝑞𝑢𝑒𝑛𝑐𝑦_𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 , it is deemed as should-be-removed.

2. Event/Assertion removal. For events and assertions identified
as should-be-removed, MigratePro removes them from the corre-
sponding base test case.

3. Connection event incorporation. For events and assertions iden-
tified as should-be-included but not executable, MigratePro dynam-
ically explores the target app to identify connection events, thus
making these should-be-included events and assertions executable.
Corresponding algorithm is available in our repository [9].

Specifically, MigratePro launches the target app. For each identi-
fied should-be-included event or assertion (denoted as 𝑒𝑖 ) but not
executable in the base test case, MigratePro first generates a se-
quence of events (denoted as 𝐸) for widgets in the current state
(denoted as 𝑠) according to the widgets’ attributes. Then, MigratePro
randomly selects one event of 𝐸 (denoted as 𝑒𝑠 ) in state 𝑠 to execute,
and determines whether 𝑒𝑖 can be executed after executing 𝑒𝑠 . If
𝑒𝑖 can be executed, MigratePro appends 𝑒𝑠 and 𝑒𝑖 in the new test
case. We denote 𝑒𝑠 as the connection event for 𝑒𝑖 . Otherwise,
MigratePro backtracks to state 𝑠 , and executes another event of 𝐸.
If all the events of 𝐸 have been executed but still do not identify the
connection events, MigratePro randomly selects one event of 𝐸 to
transition to a new state and tries to identify the connection events
in this state. There are two termination conditions for this process.
First, all the should-be-included events and assertions in the base
test case are executable. Second, when the entire process’s running
time reaches a𝑚𝑎𝑥_𝑡𝑖𝑚𝑒 and the base test case still contains some
non-executable events and assertions, MigratePro removes them to
make the sequence executable. As MigratePro selects events ran-
domly, it repeats the entire process with a 𝑟𝑒𝑝𝑒𝑎𝑡_𝑛𝑢𝑚, and chooses
the shortest sequence as the new test case.

Applying the second stage to the example.We illustrate the pro-
cess of this stage using the running example depicted in Figure 1.
First, MigratePro executes the base test case to differentiate the
should-be-removed and should-be-included events and assertions.
MigratePro identifies two events (i.e., E6 and E5) and one assertion
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Table 2: Statistics of Benchmark Apps.

Dataset Category App Functionality Test Event Assertion Ave_Size

Lin

Browser 5 2 10 32 20 4M
To-Do 5 2 10 39 15 2M
Shopping 4 2 8 49 26 25M
Mail 4 2 8 33 27 11M
Calculator 5 2 10 33 10 2M

Total 23 10 46 186 98 8M

FrUITeR

News 5 12 42 112 - 22M
Shopping 5 12 39 207 - 20M

Total 10 24 81 319 - 21M

(i.e., A3) that cannot be executed sequentially. Second, E6 and E5 are
identified as should-be-removed events due to their low occurrences
and thus removed. Third, A3, despite being non-executable but of
high-occurrence, is identified as a should-be-included assertion.
MigratePro identifies that when clicking the menu widget (i.e., E4),
the should-be-included assertion (i.e., A3) can be executed. Hence,
the connection event (i.e., E4) is inserted into the base test case just
prior to A3. Finally, the new test case synthesized by MigratePro is
{E1, A1, E2, A4, E3, A2, E4, A3}, which not only executes completely
but also successfully tests the target functionality.

4 Evaluation
Our evaluation aims to study the following research questions.

RQ1: How effective and efficient is MigratePro in enhancing test
case migration for different migration approaches?

RQ2: How effective is MigratePro in enhancing test case migration
for different app categories?

RQ3: How do different techniques in MigratePro affect the effec-
tiveness of MigratePro?

RQ4: How competitive are the enhanced results by MigratePro
compared with related approaches?

4.1 Experimental Setup
Experimental objects. There are already some datasets [1, 4, 6,
7] for evaluating test case migration. We mainly select the Lin
dataset [6] and the FrUITeR dataset [7] as our objects. The Lin
dataset is the most widely-used migration dataset for evaluating
previous migration approaches [30, 32, 36]. The FrUITeR dataset [7]
includes the most functionalities to be tested among the migration
datasets [1, 4, 6, 7]. Both these two datasets provide apps along with
test cases for target functionalities written by developers (i.e., the
ground-truth test cases). The test cases in the Lin dataset contain
events and assertions, while those in the FrUITeR dataset contain
only events. For app selection and test case selection, we consider
all the installable apps and executable test cases provided by the
Lin dataset and the FrUITeR dataset as our experimental objects3.
Table 2 presents the basic statistics of our experimental objects.
Detailed information is available in our repository [9].

Baseline approaches. To evaluate the enhancement ability of
MigratePro in test case migration, we select different migration
approaches. For a comprehensive assessment, we employ all mi-
gration approaches that have the complete migration results on
3The Lin dataset and the FrUITeR dataset share 3 common apps, leading to 30 distinct
popular industrial applications in our experimental objects.

these two datasets. Thus, we utilize Craftdroid [30], ATM [14], and
AppFlow [22]. The inputs of MigratePro are all the migrated test
cases by one migration approach for the target functionality.

To evaluate MigratePro’s enhanced results, we further compare
the enhanced results by MigratePro with two recent migration
approaches (i.e., TRASM [32] and Adaptdroid [37]).

MigratePro can also be viewed as a GUI test repair approach that
repairs the migrated test cases generated by migration approaches
to successfully test the target functionalities. Among existing repair
approaches [18, 27, 40, 49], only GUIDER [49] provides a binary
file, while the others [18, 27, 40] remain closed source without
even binary versions. Unfortunately, the binary file of GUIDER is
not executable. Despite reaching out to the authors of GUIDER for
assistance, we are informed that the source code has been lost. Thus,
we are not able to compare these approaches with MigratePro.

Evaluation process. To evaluate the effectiveness of MigratePro
and the migration approaches, we classify the generated test cases
into three types (i.e., Typesuc−1, Typesuc−2, and Typeunsuc) based
on whether they successfully test the target functionalities. These
types are consistent with those outlined in Section 2.1.

Compared with the evaluation process described in Section 2.1,
this evaluation process includes two additional steps. First, before
initiating the evaluation, we randomize the generated test cases
from MigratePro and migration approaches. This step ensures no
undue bias in favor of MigratePro. Second, after all test cases have
been classified into Typesuc−1, Typesuc−2, and Typeunsuc, we han-
dle Typeunsuc test cases differently. In practice, users often have to
manually modify test cases to align them with the target functional-
ities. The number of modification steps measures the effectiveness
of Typeunsuc test cases. We engage the same three volunteers who
have participated in the evaluation process to manually modify
the generated test cases. If there is any disagreement among the
volunteers, they discuss the issue until reaching a consensus.

Evaluation metrics. The aim of migration approaches is to
generate test cases that successfully test the target functionalities.
To evaluate the effectiveness of MigratePro and the compared mi-
gration approaches, we design three metrics: availability, coverage,
and reduction.

Availability. This metric is calculated as the ratio of generated
test cases (𝑇𝑒𝑠𝑡𝑠𝑢𝑐 ) that successfully test the target functionalities
to the total number of generated test cases (𝑇𝑒𝑠𝑡𝑡 ). This metric mea-
sures to what extent the generated test cases are able to accurately
accomplish the tasks they are designed for.

𝐴𝑣𝑎𝑖𝑙𝑎𝑏𝑖𝑙𝑖𝑡𝑦 = 𝑇𝑒𝑠𝑡𝑠𝑢𝑐 /𝑇𝑒𝑠𝑡𝑡 (1)

Coverage. This metric is calculated as the ratio of functionalities
(𝐹𝑢𝑛𝑐𝑠𝑢𝑐 ) successfully tested by the generated test cases to the total
number of target functionalities (𝐹𝑢𝑛𝑐𝑡 ). This metric measures how
many functionalities can be covered by the generated test cases.

𝐶𝑜𝑣𝑒𝑟𝑎𝑔𝑒 = 𝐹𝑢𝑛𝑐𝑠𝑢𝑐 / 𝐹𝑢𝑛𝑐𝑡 (2)

Reduction. This metric is calculated as the ratio of steps saved
by employing the generated test case compared to writing a new
test case from scratch. We follow the methodology in the FrUITeR
study [54]. Specifically, based on the Levenshein distance [26], we
first compute the number of steps (𝑆𝑡𝑒𝑝𝑚) needed to modify a gen-
erated test case to test the target functionality. In this context, a
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step in the Levenshtein distance refers to an insertion, a modifica-
tion, and a deletion of an event or an assertion. We then compute
the number of steps (𝑆𝑡𝑒𝑝𝑡 ) required to write the test case to suc-
cessfully test the target functionalities from scratch. This metric
measures the potential effectiveness of Typeunsuc test cases.

𝑅𝑒𝑑𝑢𝑐𝑡𝑖𝑜𝑛 = (𝑆𝑡𝑒𝑝𝑡 − 𝑆𝑡𝑒𝑝𝑚) / 𝑆𝑡𝑒𝑝𝑡 (3)

Among the preceding metrics, availability and reduction are
test-case-level metrics, providing individual scores for each test
case. These metrics are robust to evaluate the effectiveness of both
MigratePro and the selected migration approaches.

However, coverage is a functionality-level metric. For a migration
approach that typically generates multiple test cases for one func-
tionality, if one of these test cases successfully tests the functionality,
this functionality is considered covered. In contrast, MigratePro
generates a single test case per functionality. Thus, the functionality
coverage in MigratePro is solely dependent on this single test case.
This makes the coverage metric potentially more favorable to the
compared migration approaches but more stringent to MigratePro.

Implementation and parameter selection. We implement
MigratePro in Python to support Android [3] apps. We use UIAu-
tomator [11] and adb [2] tools to dump GUI states. The experiments
are based on a Pixel 3 Emulator running Android 6.0. Some apps
require installation in this setup, but MigratePro can adapt to others.

MigratePro needs to set three parameters (i.e., 𝑓 𝑟𝑒𝑞𝑢𝑒𝑛𝑐𝑦_𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 ,
𝑟𝑒𝑝𝑒𝑎𝑡_𝑛𝑢𝑚, and𝑚𝑎𝑥_𝑡𝑖𝑚𝑒). We randomly select 10% of the total
apps in the Lin dataset as a validation set for parameter selection.
Following ATM [14] and Craftdroid [30], we set the candidate pa-
rameters for 𝑓 𝑟𝑒𝑞𝑢𝑒𝑛𝑐𝑦_𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 , 𝑟𝑒𝑝𝑒𝑎𝑡_𝑛𝑢𝑚, and𝑚𝑎𝑥_𝑡𝑖𝑚𝑒 to
{0.2, 0.5, 0.8}, {1, 2, 3}, and {3, 5, 7}, respectively. After experiments
on the validation set, we observe that setting 𝑓 𝑟𝑒𝑞𝑢𝑒𝑛𝑐𝑦_𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑
to 0.5, 𝑟𝑒𝑝𝑒𝑎𝑡_𝑛𝑢𝑚 to 3, and𝑚𝑎𝑥_𝑡𝑖𝑚𝑒 to 5 minutes yields the best
effectiveness. Thus, all the experiments utilize this setting.

4.2 RQ1: Overall Effectiveness and Efficiency
To assess the effectiveness and the efficiency of MigratePro in en-
hancing test case migration, we conduct evaluations across dif-
ferent apps and migration approaches. Specifically, we evaluate
MigratePro to enhance Craftdroid [30] on the Lin dataset, and to
enhance AppFlow [22] and ATM [14] on the FrUITeR dataset.

Note that, we do not evaluate the migration approaches on a
combined dataset for two reasons. First, the Lin dataset includes
both events with complex actions (e.g., swipe-right) and assertions.
However, the FrUITeR dataset includes only events with simple
actions (e.g., click) without assertions. Second, AppFlow cannot
migrate assertions, and ATM cannot migrate complex actions and
assertions in the Lin dataset.

Enhancement results. Table 3 shows the test results that use
MigratePro to enhance Craftdroid (i.e., the column denoted as Cra.
→ Cra.+Mig.), to enhance AppFlow (i.e., the column denoted as
App.→ App.+Mig.), and to enhance ATM (i.e., the column denoted
as ATM→ ATM+Mig.).

Craftdroid enhanced by MigratePro, achieves an 80% availability
rate, implying that 80% of the new test cases (including both the
Typesuc−1 and Typesuc−2 cases) successfully test the target func-
tionalities. This rate is identical to its functional coverage, which
means that the new test cases synthesized by MigratePro cover 80%

Table 3: Evaluation of MigratePro.

Dataset Lin Dataset FrUITeR Dataset

Approach Cra.→ Cra.+Mig. App. → App.+Mig. ATM→ ATM+Mig.

𝑇𝑦𝑝𝑒𝑠𝑢𝑐−1 29%→ 37% (↗ 28%) 6%→ 19% (↗ 217%) 2%→ 4% (↗ 100%)
𝑇𝑦𝑝𝑒𝑠𝑢𝑐−2 14%→ 43% (↗ 207%) 0% → 7% (↗∞) 2% → 12% (↗ 500%)
𝑇𝑦𝑝𝑒𝑢𝑛𝑠𝑢𝑐 57%→ 20% (↘ 65%) 94% → 74% (↘ 21%) 96% → 84% (↘ 13%)

Availability 43%→ 80% (↗ 86%) 6%→ 26% (↗ 333%) 4% → 16% (↗ 300%)
Coverage 63%→ 80% (↗ 27%) 15% → 26% (↗ 73%) 10% → 16% (↗ 60%)
Reduction 53% → 52% (↘ 2%) 18% → 27% (↗ 50%) 4%→ 9% (↗ 125%)

of the total functionalities. Compared to the original Craftdroid,
using MigratePro shows a substantial improvement of 86% in avail-
ability and 27% in coverage. Furthermore, 37% (Typesuc−1) of the
new test cases synthesized by MigratePro align with the ground-
truth test cases. In addition, the remaining 20% (Typeunsuc) of the
new test cases that do not completely test the target functionalities
are also beneficial for users. Compared to crafting the target test
cases from scratch, utilizing the Typeunsuc test cases synthesized
by MigratePro can potentially save 52% of human effort.

AppFlow and ATM, after enhancement with MigratePro, show
substantial availability improvement of 333% and 300%, respectively.
Additionally, their coverage improves by 73% and 60%, respectively.

Note that, MigratePro only synthesizes one test case for each
functionality, so the availability score is equal to its coverage score.
In contrast, existing migration approaches obtain multiple test
cases for a single functionality of a target app based on multiple
source apps. For example, among the 10 different functionalities
for 23 apps in the Lin dataset (see Table 2), Craftdroid generates
168 migrated test cases (see Table 1). Thus, Craftdroid’s availability
is different from its coverage. Additionally, the average agreement
score for volunteers to modify the Typeunsuc test cases is 91% in
this experiment, as calculated using Krippendorff’s alpha [43].

Result analysis.Availability improvement. Availability is a piv-
otal metric for measuring the effectiveness of migration approaches.
A high availability implies that the migration approaches can suc-
cessfully generate a greater number of test cases to test the target
functionalities. This minimizes the need for human intervention in
modifying or crafting new test cases. Conversely, a low availability
implies that fewer generated test cases are capable of successfully
testing the target functionalities, demanding increased human inter-
vention. Notably, MigratePro considerably improves the availability
scores for Craftdroid, AppFlow, and ATM by 86%, 333%, and 300%,
respectively. Such notable enhancements indicate that test cases
synthesized through MigratePro are more complete and require
less human intervention.

Coverage improvement. Based on the analysis of “evaluation
metrics” in Section 4.1, the coverage metric presents a more strin-
gent requirement toMigratePro. However, MigratePro still manages
to enhance the coverage rate by 27%, 73%, and 60% compared to
the original Craftdroid, AppFlow, and ATM, respectively.

Efficiency study.We calculate the runtime information of Mi-
gratePro. The average running time for MigratePro per test case is
13 minutes on the FrUITeR dataset and 8 minutes on the Lin dataset.
Note that, the migration approach Craftdroid [30] reportedly takes
about 89 minutes per test case. Therefore, the time overhead for
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Table 4: Evaluation of MigratePro by category.

Dataset
Category

Cra./App.→ Cra./App.+Mig.

(Approach) Ava. Cov.

Lin
Browser 83% → 100% (↗ 20%) 100%→ 100% (→ 0%)
To-Do 25% → 80% (↗ 220%) 40% → 80% (↗ 100%)

(Cra.)
Shopping 0% → 25% (↗∞) 0%→ 25% (↗∞)
Mail 63% → 88% (↗ 40%) 88% → 88% (→ 0%)
Calculator 38% → 100% (↗ 163%) 80% → 100% (↗ 25%)

FrUITeR News 7% → 26% (↗ 271%) 17% → 26% (↗ 53%)
(App.) Shopping 6% → 26% (↗ 333%) 13% → 26% (↗ 100%)

enhancing test cases with MigratePro is not significantly prominent
compared to the original test case migration.
Answer to RQ1: MigratePro’s ability to effectively enhance
test cases across various migration approaches, combined with
its acceptable efficiency, makes it a valuable approach.

4.3 RQ2: Effectiveness by Category
To investigate the enhancement ofMigratePro across app categories,
we conduct a statistical analysis of its effectiveness in enhancing
Craftdroid, AppFlow, and ATM for different app categories.

Enhancement results by category. Table 4 presents the avail-
ability (denoted as “Ava.”) and coverage (denoted as “Cov.”) of the
test cases enhanced by MigratePro (denoted as “Mig.”) for Craft-
droid (denoted as “Cra.”) or AppFlow (denoted as “App.”) by app
category. The initial five rows denote Craftdroid’s related results,
while the last two rows denote AppFlow’s related results. Note
that, the results of ATM and enhanced by MigratePro share similar
patterns with those of AppFlow. Due to space limit, we make these
results related to ATM available in our repository [9].

The results of Table 4 reveal two observations. First, employing
MigratePro to enhance Craftdroid and AppFlow notably improves
both availability and coverage across various app categories. Second,
the availability and coverage of MigratePro vary across different
app categories. These variations may be related to the quality of the
test cases migrated by the migration approaches and the complexity
of the app categories.

Result analysis. Each row of Table 4 presents the effectiveness
of a selected migration approach and the enhancements by Mi-
gratePro under a specific app category. We classify the variations
across categories for MigratePro into three groups.

• First, the migration approach often generates test cases that
can successfully test the target functionality.

• Second, the migration approach often fails to generate test
cases that successfully test the target functionalities, although
the target app design is not complex.

• Third, themigration approach often fails to generate effective
test cases, and the design of the target apps is complex.

Group analysis. The first group includes the Browser category
and the Mail category. Since the selected migration approaches
already generate a large number of effective test cases, there is little
room for MigratePro to further enhance these test cases. The second
group includes the Calculator category and the To-do category.
For example, a typical calculator app has a main state with a few

Table 5: Contribution of each stage in MigratePro.

Approach Cra.+Mig. App.+Mig.

Metric Ava. Cov. Ava. Cov.

Full stages 80% 80% 26% 26%
w/o test case generation (w/o first stage) 59% 72% 14% 22%
w/o test case adjustment (w/o second stage) 57% 57% 21% 21%

actionable widgets to fill in the number and select the operation.
Such a less complex app design facilitates test case enhancement
as there are few states to explore and few widgets to incorporate.
In these scenarios, MigratePro can significantly improve the test
cases generated by these migration approaches. The third group
includes the Shopping category and the News category. These apps
typically include multiple states and widgets. The functionalities in
such apps involve a series of events, each interacting with different
widgets across various states. For instance, the sign-in functionality
in a shopping app typically involves transitions from the initial
state to the sign-in state, filling in all the required information, and
finally, confirming the successful completion the sign-in process.
Such complexity in app design increases the difficulty in migrating
test cases and further enhancing these migrated test cases.

Dataset analysis. We observe that both original AppFlow and
AppFlow enhanced by MigratePro do not perform as well on the
FrUITeR dataset as original Craftdroid and Craftdroid enhanced
by MigratePro do on the Lin dataset. This discrepancy arises from
the fact that the Shopping category and the News category in the
FrUITeR dataset are of higher complexity than the Browser category
and the Calculator category in the Lin dataset. This complexity,
which includes multiple GUI states with various widgets in each
state, presents notable challenges for both test case migration and
enhancement. Furthermore, the test cases migrated by AppFlow
contain fewer should-be-included events and assertions but more
should-be-removed events and assertions, which further compli-
cates the enhancement of themigrated test cases. Nevertheless, even
in these challenging scenarios, MigratePro has managed to signif-
icantly enhance the migrated test cases obtained with AppFlow.
For original AppFlow (see Table 4), only 6% of shopping test cases
and 7% of news test cases are able to test the target functionalities,
but after enhancement by MigratePro, 26% of the synthesized test
cases could successfully test the target functionalities without any
manual modifications.
Answer to RQ2: MigratePro has good generalizability across
different app categories and is particularly effective in situations
where migration approaches struggle to generate test cases that
successfully test the target functionalities, although the target
app design is not complex.

4.4 RQ3: Ablation Study
We evaluate the contributions of MigratePro’s two stages using
migrated test cases generated from Craftdroid and AppFlow.

Experimental setting.We design two ablation studies. First, to
evaluate the effectiveness of the generation techniques, we remove
the first stage from MigratePro. Without this stage, MigratePro
cannot combine migrated test cases and generate a base test case
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for the second stage. Instead, we use each migrated test case directly
as input for the second stage. Second, to evaluate the effectiveness
of the adjustment techniques, we remove the second stage from
MigratePro. Without this stage, MigratePro cannot adjust the base
test cases generated in the first stage. Thus, the base test cases are
treated as the final test cases.

Results for ablation study. Table 5 presents the availability
(denoted as “Ava.”) and coverage (denoted as “Cov.”) of the ablation
study. The first row displays the effectiveness of MigratePro. The
subsequent rows illustrate the effectiveness of MigratePro’s abla-
tion stages. It indicates that the removal of any stage results in a
substantial decrease for MigratePro to enhance test cases. For in-
stance, regarding the test cases migrated from Craftdroid, removing
the first stage and the second stage leads to a decrease in availability
metrics from 80% to 59% and 57%, respectively.

While this experiment helps analyze the factors for MigratePro’s
effectiveness in enhancing test case migration, there is room for
further analysis. One potential direction is to compare the impact
of using state graphs constructed through the state graph construc-
tion phase with those constructed during the related state collection
phase on the overall effectiveness of MigratePro. Another potential
direction is to analyze the factors that influence MigratePro’s col-
lection of execution-based and exploration-based states during the
related state collection phase.
Answer to RQ3: MigratePro’s two stages significantly con-
tribute to enhancing migrated test cases.

4.5 RQ4: Comparison with Related Approaches
To evaluate MigratePro’s enhanced results, we compare Craftdroid
enhanced by MigratePro with two recent migration approaches,
i.e., TRASM [32] and Adaptdroid [37], on the Lin dataset.

Experimental setting. TRASM [32] only publishes the migra-
tion results within three categories (i.e., Browser, To-Do, and Shop-
ping) on the Lin dataset. By following the evaluation process out-
lined in Section 4.1, we obtain the results of TRASM in testing the
target functionalities for the three categories.

Adaptdroid [37] has published the source code but does not eval-
uate on the Lin dataset. We execute Adaptdroid to get its migrated
test cases on the Lin dataset. To ensure the correct execution, we
engage in multiple rounds of communication with the authors of
Adaptdroid. Furthermore, we follow the evaluation process outlined
in Section 4.1 to assess Adaptdroid. Note that, Adaptdroid has some
limitations in supporting events and assertions. Specifically, it can-
not support some complex events in test cases (e.g., “swipe_right”
to a widget and “long_press” to a widget). It also cannot support the
assertions at the top or in the middle of test cases. Consequently, we
filter out test cases from the Lin dataset that Adaptdroid does not
support, resulting in the removal of all test cases from the Shopping
and Mail categories with only 13 test cases retained.

Result analysis. Table 6 presents the availability (i.e., “Ava.”)
and coverage (i.e., “Cov.”) of TRASM, Adaptdroid, and Craftdroid
enhanced by MigratePro (i.e., “Cra.+Mig.”) on the Lin dataset. The
results show that Craftdroid enhanced by MigratePro demonstrates
greater effectiveness, outperforming TRASM and Adaptdroid with a
45% higher availability and 31% higher coverage. However, without
enhancement by MigratePro, Craftdroid’s migration effectiveness

Table 6: Comparison with TRASM and Adaptdroid.

Approach TRASM Adaptdroid Cra.+Mig.

Metric Ava. Cov. Ava. Cov. Ava. Cov.

Browser 80% 80% 33% 67% 100% 100%
To-Do 58% 70% 50% 75% 80% 80%
Shopping 9% 25% - - 25% 25%
Mail - - - - 88% 88%
Tip - - 17% 33% 100% 100%

Average 55% 61% 33% 54% 80% 80%

(see Table 4) in the To-Do and Shopping category is inferior to
TRASM. This further highlights MigratePro’s capability and the
necessity of enhancement for migrated test cases.

Note that, TRASM and Adaptdroid are less effective compared
to Craftdroid enhanced by MigratePro because they target different
goals. UnlikeMigratePro, which aims to enhancemigrated test cases
to successfully test target functionalities, TRASM and Adaptdroid
aim to improve the accuracy of event/assertion migration.
Answer to RQ4: The enhanced results by MigratePro demon-
strate strong effectiveness in generating GUI test cases for tar-
get functionalities when compared to the related approaches.

4.6 Threats to Validity
A possible threat to external validity is the generalizability to other
mobile apps and migration approaches. To mitigate this threat, we
use the most app categories and functionalities compared with
related work. Moreover, we also evaluate MigratePro using three
distinct migration approaches [14, 22, 30]. Using the same datasets
for both the preliminary study and the evaluation may somewhat
impact MigratePro’s generalizability negatively. However, in the
preliminary study, we only conduct high-level statistical analysis to
identify the migration problems. To further evaluate MigratePro’s
generalizability, we perform an additional study using five new
apps (see Section 5).

A possible threat to internal validity is the possible mistakes
involved in our implementation and experiments. To mitigate this
threat, we manually inspect our results and analyze the test cases
that fail to test the target functionalities. We also publish our imple-
mentation and experimental data and welcome external validation.
As for the human evaluation, we invite three experienced develop-
ers and provide them with a clear evaluation process.

A possible threat to construct validity is about evaluation metrics.
To mitigate this threat, we carefully design three metrics aiming
at validating the effectiveness of test cases. These metrics offer a
reliable and objective basis for evaluating test cases generated by
migration approaches and those enhanced by MigratePro.

5 Generalizability Study
To further evaluate the generalizability of MigratePro, we conduct
a study to evaluate MigratePro in enhancing test case migration
using five new target apps in Google Play Store [8]. In this study, we
select Craftdroid [30] as the migration approach since it can migrate
both events and assertions. Note that, the inputs of MigratePro are
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Table 7: Evaluation of MigratePro on New Apps.

App
Cra. → Cra.+Mig.

Ava. Cov. Red.

Web Browser 25% → 50% (↗ 100%) 50% → 50% (→ 0%) 58%→ 14% (↘ 76%)
Done 20% → 50% (↗ 150%) 50% → 50% (→ 0%) 61%→ 75% (↗ 23%)
Ubuy 0% → 50% (↗ ∞) 0%→ 50% (↗ ∞) 45%→ 38% (↘ 16%)
Pro Mail 25% → 100% (↗ 300%) 50% → 100% (↗ 100%) 38%→ 100% (↗ 163%)
Tip Calculator 0% → 50% (↗ ∞) 0%→ 50% (↗ ∞) 80%→ 75% (↘ 6%)

Average 14% → 60% (↗ 329%) 30%→ 60% (↗ 100%) 58%→ 51% (↘ 12%)

the target app and its migrated test cases for a target app. We use
the migrated test cases generated by Craftdroid on five new target
apps as the inputs of MigratePro.

Experimental objects. To migrate test cases of apps from the
Lin dataset to apps in Google Play Store [8], we use three steps
to identify the target apps that belong to the same categories as
those in the Lin dataset. First, for each app in the Lin dataset, we
search for the top ten similar apps in Google Play Store. Second, we
select the target app for each category with the highest number of
appearances in the app search. In case multiple apps have the same
appearances, we select the target app with the highest number of
downloads. Using this app selection strategy, we obtain five target
apps, each corresponding to one category.

Evaluation process. To evaluate the effectiveness of MigratePro
and Craftdroid, we follow a similar evaluation process outlined in
Section 4.1 and invite the same three volunteers. Note that, since
the five new apps do not have ground-truth test cases, we cannot
provide the volunteers with the ground-truth target test cases. Nev-
ertheless, we provide the volunteers with the ground-truth source
test cases for the same functionality, which can still help volun-
teers understand the target functionality. The evaluation metrics
are availability, coverage, and reduction.

Result analysis. Table 7 presents the availability (denoted as
“Ava.”), coverage (denoted as “Cov.”), and reduction (denoted as
“Red.”) of the test cases migrated by Craftdroid (denoted as “Cra.”)
and enhanced by MigratePro (denoted as “Mig.”) on five new apps.

Craftdroid, enhanced byMigratePro, achieves an 60% in availabil-
ity and 60% in coverage. Compared to the original Craftdroid, using
MigratePro shows a substantial improvement of 329% in availability
and 100% in coverage. For the new test cases that do not completely
test the target functionalities, MigratePro potentially saves 51% of
human effort. Furthermore, the app categories for these new target
apps are different. From Table 7 we observe that MigratePro demon-
strates significant improvement for different categories of apps.
Overall, this study demonstrates the satisfactory generalizability of
MigratePro in new apps.

6 Discussion
Assertion analysis. Assertions are crucial in functional test cases.
We further analyze MigratePro’s effectiveness to enhance assertion
generation. 80% of the test cases generated by MigratePro based
on the migrated test cases from Craftdroid contain fully effective
assertions (see Table 3). We also analyze the overall precision and
recall of assertions in test cases generated by MigratePro and Craft-
droid, comparing them with the corresponding ground-truth test
cases. MigratePro demonstrates an improvement in precision of

2% (87% vs. 89%) and recall of 13% (78% vs. 88%) compared with
the original Craftdroid. This analysis demonstrates that MigratePro
can effectively enhance assertion generation.

There are two reasons for MigratePro to effectively enhance
assertion generation. First, test case migration facilitates the gen-
eration of relevant assertions for the target app. In GUI testing,
each assertion corresponds to a widget and a condition. Test case
migration from source to target apps enables the migration of target
widgets for assertions, while conditions for assertions, typically
consistent across similar functionalities, can be reused. Second, the
techniques used in MigratePro’s test case adjustment stage facil-
itate to adjust these assertions. MigratePro leverages frequency
and execution information to identify and remove assertions that
may be irrelevant or obstructive. In addition, the incorporation of
connection events further helps those identified effective assertions
to play the role in the generated test cases.

Effectiveness of related state collection. To further analyze
the effectiveness of MigratePro’s related state collection approach
for the target functionalities, we check MigratePro’s collected states
based on the migrated test cases generated by Craftdroid, ATM,
and AppFlow. Our analysis focuses on two metrics: the activity
coverage for each functionality, and the success rate in collecting
all related states for the target functionalities using MigratePro.

We have three observations through the analysis. First, explo-
ration of each functionality within an app typically requires travers-
ing a relatively small space. The average exploration for each func-
tionality only requires exploring 3% of the total activities4 for a
target app. Second, executing the longest executable subsequence is
effective in collecting related states, which enables collecting all the
related states for 63% of the total number of target functionalities.
Third, a combined approach of executing the longest executable
subsequence and random exploration further enhances the state
collection. This combined approach enables collecting all the re-
lated states for 94% of the total number of target functionalities.
These results underscore the effectiveness of MigratePro’s state
collection approach.

Identifying and mapping functionalities. When the source
and target apps belong to the same category, it is not hard to iden-
tify and map functionalities of the test cases. First, when writing
functional test cases, developers typically specify the correspond-
ing functionalities within the function names (e.g., testSignIn) to
enhance the readability. Second, apps belonging to the same cate-
gory often share similar functionalities. In fact, existing migration
approaches [14, 22, 30, 32, 37] are developed under this scenario.

However, there may be some challenges when apps belong to
different categories. Specifically, it is challenging to identify the
functionalities of test cases when function names have ambiguous
semantics; to map test cases that have different expressions but
test the same functionalities; and to map apps that share the same
functionalities but belong to different app categories.

Some potential solutions may address these challenges. Two
potential solutions that may aid functionality mapping are using
broader sources (e.g., function names, code comments, and widget
information) of a test case and employing advanced matching mod-
els [5, 15, 33]. Additionally, another potential solution that may aid

4An activity is a collection of states for the same purpose designed by the developers.
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app mapping is analyzing the functionalities of apps included in
the app introductions from Google Play store [8].

The number of migrated test cases on MigratePro. We con-
duct a statistical analysis to evaluate the influence of the number
of migrated test cases that generated by Craftdroid, ATM, and
AppFlow on MigratePro. While MigratePro inputs all migrated test
cases generated by a migration approach, its effectiveness is influ-
enced by the number of migrated test cases. The results show that
as the number of migrated test cases per functionality increases, the
effectiveness of MigratePro gradually improves. This also demon-
strates the rationality of MigratePro’s intuition in combining multi-
ple migrated test cases. Due to space limit, we make the detailed
results available in our repository [9].

Integrating MigratePro with migration approaches. The
inputs of MigratePro are multiple migrated test cases for the target
app. We require the migration approaches to migrate multiple test
cases simultaneously. Leveraging intermediate information during
the migration process may enhance the efficiency of MigratePro.
For instance, Craftdroid obtains the states corresponding to each
migrated widget during the migration process. By modifying the
Craftdroid code, we may effectively obtain the executable subse-
quence of each migrated test case. After the migration process, we
may identify the longest executable subsequence by comparing
the executable subsequences of the migrated test cases. Therefore,
we can directly select the states corresponding to this sequence
without re-executing the migrated test cases.

7 Related Work
GUI Test case migration. There are three approaches [41, 46, 52]
aiming to migrate test cases across different platforms within the
same apps. Testmig [41] employs static analysis to guide event ex-
ploration and map similar events from iOS to Android. MAPIT [46]
executes bi-directional test migration between Android and iOS
using dynamic analysis. LIRAT [52] employs computer vision tech-
niques to map similar events across Android and iOS.

There are six approaches [14, 22, 30, 32, 37, 53] focusing on mi-
grating test cases across different apps. AppFlow [22] utilizes a
trained multi-classifier to identify widget labels (e.g., registration
widget) of both source widgets (i.e., the widgets in the source app)
and target widgets (i.e., the widgets in the target app). If a source
widget and a target widget share the same label, AppFlow considers
them as matched widgets. ATM [14] leverages word embeddings
from word2vec [38] fine-tuned with app manuals to represent wid-
gets. It further manually defines a matching function to match
widgets. In contrast to ATM, Craftdroid [30] and TRASM [32] use
word embeddings from a standard word2vec [38]. Adaptdroid [37]
uses word embeddings from Word Mover’s Distance [24]. TEM-
droid [53] trains a learning-based matching model to match widgets.
After identifying matched widgets, these migration approaches gen-
erate events and assertions based on the matched widgets, and then
form migrated test cases.

There are two key differences between existing migration ap-
proaches and MigratePro. First, they are oriented to different prob-
lems. Although both approaches have the broad goal of enabling
test case migration, existing migration approaches focus on map-
ping from source test case to target test case, whereas MigratePro

aims to enhance the migrated test cases that cannot successfully
test the target functionalities. Second, the core ideas of these ap-
proaches are different. Existing migration approaches generate a
test case based on a single source test case. In contrast, MigratePro
synthesizes a new test case from multiple migrated test cases.

GUI test case repair. Existing repair approaches [18, 27, 40, 49]
aim to repair the outdated test cases between different versions of
the same apps. Atom [27] and CHATEM [18] utilize the accurate
behavior model to replace outdated events. In contrast, METER [40]
and Yoon et al. [51] leverage computer vision techniques to detect
deviations of events from the different app versions, and construct
repairs to reduce the deviations. GUIDER [49] is a modified version
of METER with structural information.

MigratePro can also be viewed as a repair approach that repairs
the migrated test cases to successfully test the target function-
alities. However, there are two key differences between existing
repair approaches and MigratePro. First, the purpose of existing
repair approaches is to make the repaired tests executable, whereas
the purpose of MigratePro is not only to make the repaired tests
executable, but also to successfully test the target functionalities.
Second, existing repair approaches repair a target test case based
on a single test case. In contrast, MigratePro synthesizes a new test
case based on all the migrated test cases for the same functionality.

GUI test case generation. GUI test case generation is to detect
bugs [48]. According to exploration strategies, these approaches
can be classified into four categories, i.e., random approaches [10,
34], model-based approaches [13, 21, 25, 28, 45], systematic ap-
proaches [12, 20, 35], and learning approaches [16, 23, 29, 44]. Mi-
gratePro can also be viewed as a GUI test case generation approach
that leverages the generated test cases to test a target app. While
these approaches are proficient in generating events, they often
struggle to generate oracle information. In contrast, MigratePro
can automatically generate both events and assertions in case the
migrated test cases contain them.

8 Conclusion
In this paper, we have proposed MigratePro, the first approach
designed to synthesize new test cases to successfully test the target
functionalities based on the migrated test cases. We have eval-
uated the effectiveness of MigratePro on 30 real-world apps, 34
functionalities, 127 test cases, and three representative migration
approaches. Our experimental results demonstrate the effectiveness
of MigratePro in enhancing test case migration.

9 Data Availability
The artifact of MigratePro is in a repository [9].
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